**Simple Python Programs**

# **Determine the type of an object in Python**

Python type() function

**type() function** is used to **determine the type of an object**, it accepts an object or value and returns it's type (i.e. a class of the object).

**Syntax:**

type(object)

**Example:**

Input:

b = 10.23

c = "Hello"

# Function call

print("type(b): ", type(b))

print("type(c): ", type(c))

Output:

type(b): <class 'float'>

type(c): <class 'str'>

### **Python code to determine the type of objects**

# Python code to determine the type of objects

# declaring objects and assigning values

a = 10

b = 10.23

c = "Hello"

d = (10, 20, 30, 40)

e = [10, 20, 30, 40]

# printing types of the objects

# using type() function

**print**("type(a): ", type(a))

**print**("type(b): ", type(b))

**print**("type(c): ", type(c))

**print**("type(d): ", type(d))

**print**("type(e): ", type(e))

# printing the type of the value

# using type() function

**print**("type(10): ", type(10))

**print**("type(10.23): ", type(10.23))

**print**("type(\"Hello\"): ", type("Hello"))

**print**("type((10, 20, 30, 40)): ", type((10, 20, 30, 40)))

**print**("type([10, 20, 30, 40]): ", type([10, 20, 30, 40]))

**Output**

type(a): <class 'int'>

type(b): <class 'float'>

type(c): <class 'str'>

type(d): <class 'tuple'>

type(e): <class 'list'>

type(10): <class 'int'>

type(10.23): <class 'float'>

type("Hello"): <class 'str'>

type((10, 20, 30, 40)): <class 'tuple'>

type([10, 20, 30, 40]): <class 'list'>

# **Python | Declare different types of variables, print their values, types and Ids**

There are two inbuilt functions are using in the program:

1. **type()** - its returns the **data type** of the variable/object.
2. **id()** - it returns the **unique identification number (id)** of created object/variable.

**Program:**

**print**("Numbers")

**print**("---------------------------------")

a=10

**print**(type(a),id(a),a)

a=23.7

**print**(type(a),id(a),a)

a=2+6j

**print**(type(a),id(a),a)

**print**("\nText")

**print**("---------------------------------")

a='h'

**print**(type(a),id(a),a)

a="h"

**print**(type(a),id(a),a)

a='hello'

**print**(type(a),id(a),a)

a="hello"

**print**(type(a),id(a),a)

**print**("\nBoolean")

**print**("---------------------------------")

a=True

**print**(type(a),id(a),a)

**print**("\nFunction")

**print**("---------------------------------")

**def** fun1():

**return** "I am Function"

a=fun1

**print**(type(a),id(a),a())

**print**("\nObjects")

**print**("---------------------------------")

**class** Demo:

**def** hi(self):

**return** "Hi"

a=Demo()

**print**(type(a),id(a),a.hi())

**print**("\nCollections")

**print**("---------------------------------")

a=[1,2,3]

**print**(type(a),id(a),a)

a=[]

**print**(type(a),id(a),a)

a=(1,2,3)

**print**(type(a),id(a),a)

a=()

**print**(type(a),id(a),a)

a=1,2,3

**print**(type(a),id(a),a)

a={1,2,3}

**print**(type(a),id(a),a)

a={}

**print**(type(a),id(a),a)

a={"id":1,"name":"pooja"}

**print**(type(a),id(a),a)

**Output**

Numbers

---------------------------------

<class 'int'> 10455328 10

<class 'float'> 139852163465696 23.7

<class 'complex'> 139852162869456 (2+6j)

Text

---------------------------------

<class 'str'> 139852162670976 h

<class 'str'> 139852162670976 h

<class 'str'> 139852162911512 hello

<class 'str'> 139852162911512 hello

Boolean

---------------------------------

<class 'bool'> 10348608 True

Function

---------------------------------

<class 'function'> 139852163226616 I am Function

Objects

---------------------------------

<class '\_\_main\_\_.Demo'> 139852162234016 Hi

Collections

---------------------------------

<class 'list'> 139852162259208 [1, 2, 3]

<class 'list'> 139852162261256 []

<class 'tuple'> 139852162244752 (1, 2, 3)

<class 'tuple'> 139852182028360 ()

<class 'tuple'> 139852162244968 (1, 2, 3)

<class 'set'> 139852163034472 {1, 2, 3}

<class 'dict'> 139852163024776 {}

<class 'dict'> 139852163024584 {'id': 1, 'name': 'pooja'}

# **Python | Typecasting Input to Integer, Float**

### **Typecasting input to integer**

**Syntax:**

int(input())

**Example:**

# input a number

num = int(input("Input a value: "))

# printing input value

**print** "num = ", num

**Output**

Input a value: 10

num = 10

### **Typecasting Input to float**

**Syntax:**

float(input())

**Example:**

# input a number

num = float(input("Input a value: "))

# printing input value

**print** "num = ", num

**Output**

Input a value: 10.23

num = 10.23

# **Python | Input two integers and find their addition**

**Program:**

# input two numbers: value of a and b

a = int(input("Enter A: "))

b = int(input("Enter B: "))

# find sum of a and b and assign to c

c = a+b

# print sum (c)

**print**("Sum: ",c)

**Output**

Enter A: 100

Enter B: 200

Sum: 300

**Explanation:**

Here, we are reading two values and assigning them in variable a and b - to input the value, we are using input() function, by passing the message to display to the user. Method input() returns a string value, and we are converting the input string value to the integer by using int() method.

After that, we are calculating the sum of a and b and assigning it to the variable c. And then, printing the value of c which is the sum of two input integers.

# **Python program to find sum of two numbers**

## ASCII value of character in Python

In python, to get an ASCII code of a character, we use ord() function. ord() accepts a character and returns the ASCII value of it.

**Example code:**

num1 = input("Enter first number: ")

num2 = input("Enter second number: ")

sum = int(num1) + int(num2)

**Example:**

Input:

num1 = 10

num2 = 20

Finding sum:

sum = num1 + num2

Output:

30

**Python code to find sum of two numbers**

# python program to find sum of

# two numbers

num1 = 10

num2 = 20

# finding sum

sum = num1 + num2

# printing sum

**print**("sum of ", num1, " and ", num2, " is = ", sum)

# taking input from user

num1 = input("Enter first number: ")

num2 = input("Enter second number: ")

# finding sum

sum = int(num1) + int(num2)

# printing sum

**print**("sum of ", num1, " and ", num2, " is = ", sum)

**Output**

sum of 10 and 20 is = 30

Enter first number: 100

Enter second number: 200

sum of 100 and 200 is = 300

# **Python program to print ASCII value of a character**

## ASCII value of character in Python

In python, to get an ASCII code of a character, we use ord() function. ord() accepts a character and returns the ASCII value of it.

**Syntax:**

ord(character);

**Example:**

Input:

char\_var = 'A'

Function call:

ord(char\_var)

Output:

65

**Python code to find ASCII value of a character**

# python program to print ASCII

# value of a given character

# Assigning character to a variable

char\_var = 'A'

# printing ASCII code

**print**("ASCII value of " + char\_var + " is = ", ord(char\_var))

char\_var = 'x'

# printing ASCII code

**print**("ASCII value of " + char\_var + " is = ", ord(char\_var))

char\_var = '9'

# printing ASCII code

**print**("ASCII value of " + char\_var + " is = ", ord(char\_var))

**Output**

ASCII value of A is = 65

ASCII value of x is = 120

ASCII value of 9 is = 57

# **Python program for simple interest**

Calculate simple interest

To calculate simple interest, we use the following formula,

**(P \* R \* T) / 100**

Where,

* **P** – Principle amount
* **R** – Rate of the interest, and
* **T** – Time in the years

**Example:**

Input:

p = 250000

r = 36

t = 1

# formula

si = (p\*r\*t)/100

print(si)

Output:

90000

Python program to find simple interest

# Python program to find simple interest

p = float(input("Enter the principle amount : "))

r = float(input("Enter the rate of interest : "))

t = float(input("Enter the time in the years: "))

# calculating simple interest

si = (p\*r\*t)/100

# printing the values

**print**("Principle amount: ", p)

**print**("Interest rate : ", r)

**print**("Time in years : ", t)

**print**("Simple Interest : ", si)

**Output**

First run:

Enter the principle amount : 10000

Enter the rate of interest : 3.5

Enter the time in the years: 1

Principle amount: 10000.0

Interest rate : 3.5

Time in years : 1.0

Simple Interest : 350.0

Second run:

Enter the principle amount : 250000

Enter the rate of interest : 36

Enter the time in the years: 1

Principle amount: 250000.0

Interest rate : 36.0

Time in years : 1.0

Simple Interest : 90000.0

Calculate compound interest

To calculate compound interest, we use the following formula,

**P(1 + R / 100)T**

Where,

* **P** – Principle amount
* **R** – Rate of the interest, and
* **T** – Time in the years

**Example:**

Input:

p = 250000

r = 36

t = 1

# formula

ci = p \* (pow((1 + r / 100), t))

print(ci)

Output:

339999.99999999994

Python program to find compound interest

# Python program to find compound interest

p = float(input("Enter the principle amount : "))

r = float(input("Enter the rate of interest : "))

t = float(input("Enter the time in the years: "))

# calculating compound interest

ci = p \* (pow((1 + r / 100), t))

# printing the values

**print**("Principle amount : ", p)

**print**("Interest rate : ", r)

**print**("Time in years : ", t)

**print**("compound Interest : ", ci)

**Output**

First run:

Enter the principle amount : 10000

Enter the rate of interest : 3.5

Enter the time in the years: 1

Principle amount : 10000.0

Interest rate : 3.5

Time in years : 1.0

compound Interest : 10350.0

Second run:

Enter the principle amount : 250000

Enter the rate of interest : 36

Enter the time in the years: 1

Principle amount : 250000.0

Interest rate : 36.0

Time in years : 1.0

compound Interest : 339999.99999999994

# **Simple pattern printing programs in Python**

**Pattern 1:**

\*

\* \*

\* \* \*

\* \* \* \*

\* \* \* \* \*

**Code:**

**for** row **in** range (0,5):

**for** column **in** range (0, row+1):

**print** ("\*", end="")

# ending row

**print**('\r')

**Pattern 2:**

Now if we want to print numbers or alphabets in this pattern then we need to replace the **\*** with the desired number you want to replace. Like if we want pattern like,

1

1 1

1 1 1

1 1 1 1

1 1 1 1 1

**Code:**

#row operation

**for** row **in** range(0,5):

# column operation

**for** column **in** range(0,row+1):

**print**("1 ",end="")

# ending line

**print**('\r')

**Pattern 3:**

If want increasing numbers in this pattern like,

1

1 2

1 2 3

1 2 3 4

1 2 3 4 5

Here we need to declare a starting number from which the patter will start. In the above case the number is starting from 1. So, here we have to create a variable and assigns its value to 1 then we need to print only the value of variable.

As its value is increasing every row by 1, but starting value is always 1.

So, for that we have to declare the value of the starting number before column operation (second for loop) and need to increase it by 1 after the column operation section after the printing value.

**Code:**

#row operation

**for** row **in** range (0, 5):

n = 1

# column operation

**for** column **in** range (0, row+1):

**print**(n, end=" ")

n = n+1

# ending line

**print**('\r')

**Pattern 4:**

1

2 3

4 5 6

7 8 9 10

11 12 13 14

To get the above pattern only we have to declare the variable before the row operation. Follow the code below,

**Code:**

n = 1

#row operation

**for** row **in** range (0, 5):

# column operation

**for** column **in** range (0, row+1):

**print**(n, end=" ")

n = n+1

# ending line

**print**('\r')

**Pattern 5:**

A

A B

A B C

A B C D

A B C D E

The above pattern can also be another type.

For that should have the knowledge of [ASCII values](https://www.includehelp.com/ascii-table.aspx) of 'A'.

Its [ASCII value](https://www.includehelp.com/ascii-table.aspx) is 65.

In column operation We have to convert the ASCII value to character using [chr() function](https://www.includehelp.com/python/chr-function-with-example.aspx).

**Code:**

#row operation

**for** row **in** range (0, 5):

n = 65

# column operation

**for** column **in** range (0, row+1):

c = chr(n)

**print**(c, end=" ")

n = n+1

# ending line

**print**('\r')

# **Python program to find power of a number using exponential operator**

**Example:**

Input:

a = 10

b = 3

# calculating power using exponential oprator (\*\*)

result = a\*\*b

print(result)

Output:

1000

**Finding power of integer values**

# python program to find the power of a number

a = 10

b = 3

# calculating power using exponential oprator (\*\*)

result = a\*\*b

**print** (a, " to the power of ", b, " is = ", result)

**Output**

10 to the power of 3 is = 1000

**Finding power of float values**

# python program to find the power of a number

a = 10.23

b = 3.2

# calculating power using exponential oprator (\*\*)

result = a\*\*b

**print** (a, " to the power of ", b, " is = ", result)

**Output**

10.23 to the power of 3.2 is = 1704.5197114724524

# **Python program to find the power of a number using loop**

### **Python code to find power of a number using loop**

num = int(input("Enter the number of which you have to find power: "))

pw = int(input("Enter the power: "))

kj = 1

**for** n **in** range(pw):

kj = kj\*num

**print**(kj)

**Output**

Enter the number of which you have to find power: 5

Enter the power: 4

625

# **Python program to extract and print digits in reverse order of a number**

### **Python code to extract and print digits of a number in reverse order**

num = int(input("Enter a number with multiple digit: "))

n=0

**while** num>0:

a = num%10

num = num - a

num = num/10

**print**(int(a),end="")

n = n + 1

**print**(n)

**Output**

Enter a number with multiple digit: 123456789

9876543219

Here we are first using a loop with condition num>0, and the last digit of the number is taken out by using simple % operator after that, the remainder term is subtracted from the num. Then number num is reduced to its 1/10th so that the last digit can be truncated.

The cycle repeats and prints the reverse of the number num.

# **Python program to find floor division**

**Python code to find floor division**

# python program to find floor division

a = 10

b = 3

# finding division

result1 = a/b

**print**("a/b = ", result1)

# finding floor division

result2 = a//b

**print**("a/b = ", result2)

**Output**

a/b = 3.3333333333333335

a/b = 3

# **Python | Some of the examples of simple if else**

**Example1: Enter a number and check whether it is 10 or not**

a=int(input("Enter A : "))

**if** a==10:

**print**("Equal to 10")

**else**:

**print**("Not Equal to 10")

**Output**

Enter A : 10

Equal to 10

**Example2: Find largest of two numbers**

a=int(input("Enter A: "))

b=int(input("Enter B: "))

**if** a>b:

g=a

**else**:

g=b

**print**("Greater = ",g)

**Output**

Enter A: 36

Enter B: 24

Greater = 36

**Example3: Find largest of two numbers using single statement**

a=int(input("Enter A: "))

b=int(input("Enter B: "))

c= a **if** a>b **else** b

**print**("Greater = ",c)

**Output**

Enter A: 24

Enter B: 36

Greater = 36

# **Python | Input age and check eligibility for voting**

**Program:**

# input age

age = int(input("Enter Age : "))

# condition to check voting eligibility

**if** age>=18:

status="Eligible"

**else**:

status="Not Eligible"

**print**("You are ",status," for Vote.")

**Output**

Enter Age : 19

You are Eligible for Vote.

# **Python | Find largest of three number using nested if else**

**Input three integer numbers and find the largest of them using nested if else in python.**

**Example:**

Input:

Enter first number: 10

Enter second number: 20

Enter third number: 5

Output:

Largest number: 20

**Program:**

# input three integer numbers

a=int(input("Enter A: "))

b=int(input("Enter B: "))

c=int(input("Enter C: "))

# conditions to find largest

**if** a>b:

**if** a>c:

g=a

**else**:

g=c

**else**:

**if** b>c:

g=b

**else**:

g=c

# print the largest number

**print**("Greater = ",g)

**Output**

Enter A: 10

Enter B: 20

Enter C: 5

Greater = 20

# **Python | Calculate discount based on the sale amount**

**Input same amount and calculate discount based on the amount and given discount rate in Python.**

The discount rates are:

Amount Discount

0-5000 5%

5000-15000 12%

15000-25000 20%

above 25000 30%

**Program:**

# input sale amount

amt = int(input("Enter Sale Amount: "))

# checking conditions and calculating discount

**if**(amt>0):

**if** amt<=5000:

disc = amt\*0.05

**elif** amt<=15000:

disc=amt\*0.12

**elif** amt<=25000:

disc=0.2 \* amt

**else**:

disc=0.3 \* amt

**print**("Discount : ",disc)

**print**("Net Pay : ",amt-disc)

**else**:

**print**("Invalid Amount")

**Output**

Enter Sale Amount: 30000

Discount : 9000.0

Net Pay : 21000.0

# **Python | Calculate discount based on the sale amount using Nested if else**

**Input same amount and calculate discount based on the amount and given discount rate in Python.**

**The discount rates are:**

Amount Discount

0-5000 5%

5000-15000 12%

15000-25000 20%

above 25000 30%

**Program:**

# input sale amount

amt = int(input("Enter Sale Amount: "))

# conditions to check amount and get discount

**if**(amt>0):

**if** amt<=5000:

disc = amt\*0.05

**else**:

**if** amt<=15000:

disc=amt\*0.12

**else**:

**if** amt<=25000:

disc=0.2 \* amt

**else**:

disc=0.3 \* amt

# printing discount and net payable amount

**print**("Discount : ",disc)

**print**("Net Pay : ",amt-disc)

**else**:

**print**("Invalid Amount")

**Output**

Enter Sale Amount: 22000

Discount : 4400.0

Net Pay : 17600.0

# **Python | Example of Ternary Operator**

**iven age of a person and we have to check whether person is eligible for voting or not using Ternary operator.**

**Syntax:**

[on\_true] if [expression] else [on\_false]

**Here,**

* [on\_true] is the statement that will be execute if the given condition [expression] is true.
* [expression] is the conditional expression to be checked.
* [on\_false] is the statement that will be executed if the given condition [expression] is false.

**Example:**

Input:

Enter Age :21

Output:

You are Eligible for Vote.

**Program:**

# input age

age = int(input("Enter Age :"))

# condition

status = "Eligible" **if** age>=18 **else** "Not Eligible"

# print message

**print**("You are",status,"for Vote.")

**Output**

Enter Age :21

You are Eligible for Vote.

# **Python | Design a simple calculator using if elif**

**Given two numbers and we have to design a calculator type application that will perform add, subtract, multiply and divide operations using Python.**

**Example:**

Message:

Calculator

1.Add

2.Substract

3.Multiply

4.Divide

Input:

Enter Choice(1-4): 3

Enter A:10

Enter B:20

Output:

Product = 200

**Program:**

# menus

**print**("Calculator")

**print**("1.Add")

**print**("2.Substract")

**print**("3.Multiply")

**print**("4.Divide")

# input choice

ch=int(input("Enter Choice(1-4): "))

**if** ch==1:

a=int(input("Enter A:"))

b=int(input("Enter B:"))

c=a+b

**print**("Sum = ",c)

**elif** ch==2:

a=int(input("Enter A:"))

b=int(input("Enter B:"))

c=a-b

**print**("Difference = ",c)

**elif** ch==3:

a=int(input("Enter A:"))

b=int(input("Enter B:"))

c=a\*b

**print**("Product = ",c)

**elif** ch==4:

a=int(input("Enter A:"))

b=int(input("Enter B:"))

c=a/b

**print**("Quotient = ",c)

**else**:

**print**("Invalid Choice")

**Output**

Calculator

1.Add

2.Substract

3.Multiply

4.Divide

Enter Choice(1-4): 3

Enter A:10

Enter B:20

Product = 200

# **Python | Demonstrate an example of for loop**

**Example:**

Here, we are running loop for given ranges with various arguments like argument 1,2,3 and reverse order of the loop.

**Program:**

**print**("Type 1")

**for** i **in** range(10): # start=0 , end=10,step=1

**print**(i,end=" ")

**print**("\nType 2")

**for** i **in** range(1,11): # start=1 , end=10,step=1

**print**(i,end=" ")

**print**("\nType 3")

**for** i **in** range(1,11,3): # start=1 , end=10,step=3

**print**(i,end=" ")

**print**("\nType 4")

**for** i **in** range(10,0,-1): # start=10 , end=0,step=-1

**print**(i,end=" ")

**Output**

Type 1

0 1 2 3 4 5 6 7 8 9

Type 2

1 2 3 4 5 6 7 8 9 10

Type 3

1 4 7 10

Type 4

10 9 8 7 6 5 4 3 2 1

# **Python | Demonstrate an example of for each loop**

**Example:**

**for each loop** is used with container type of data type like list, in this example, we have a list of fruits, we are printing its type and individual values (elements) using for each loop<a.< p="" style="box-sizing: border-box;"></a.<>

**Program:**

# declare and initialize a list

fruits = ["apple","mango","guava","grapes","pinapple"]

# pritning type of fruits

**print** (type(fruits))

# printing value

**for** fruit **in** fruits:

**print**(fruit)

**Output**

<class 'list'>

apple

mango

guava

grapes

pinapple

# **Python | Examples of loops (based on their control)**

Based on loop controls, here are examples of following types:

1. Condition Controlled Loop
2. Range Controlled loop
3. Collection Controlled loop

### **1) Condition Controlled Loop**

# Condition Controlled Loop

a=1

**while** a<=10:

**print**(a)

a=a+1

**Output**

1

2

3

4

5

6

7

8

9

10

### **2) Range Controlled loop**

#Range Controlled Loop

#range(end) start=0,step=+1

**for** i **in** range(10):

**print**(i,end=" ")

**print**("\n")

#range(start,end) step=+1

**for** i **in** range(1,11):

**print**(i,end=" ")

**print**("\n")

#range(start,end,step)

**for** i **in** range(1,11,3):

**print**(i,end=" ")

**print**()

**for** i **in** range(10,0,-1):

**print**(i,end=" ")

**Output**

0 1 2 3 4 5 6 7 8 9

1 2 3 4 5 6 7 8 9 10

1 4 7 10

10 9 8 7 6 5 4 3 2 1

### **3) Collection Controlled loop**

#Collection Controlled Loop

fruits=["apple","banana","guava","grapes","oranges"]

**for** item **in** fruits:

**print**(item)

**Output**

apple

banana

guava

grapes

oranges

# **Python | Some of the Examples of loops**

**. Print all the no. between 1 to n**

n=int(input("Enter N: "))

**for** i **in** range(1,n+1):

**print**(i)

**Output**

Enter N: 5

1

2

3

4

5

**2. Print table of number**

n=int(input("Enter N: "))

**for** i **in** range(1,11):

**print**(n,"x",i,"=",i\*n)

**Output**

Enter N: 2

2 x 1 = 2

2 x 2 = 4

2 x 3 = 6

2 x 4 = 8

2 x 5 = 10

2 x 6 = 12

2 x 7 = 14

2 x 8 = 16

2 x 9 = 18

2 x 10 = 20

**3. Print sum of n number**

n=int(input("Enter N: "))

s=0

**for** i **in** range(1,n+1):

s=s+i

**print**("Sum = ",s)

**Output**

Enter N: 10

Sum = 55

**4. Print factorial of n**

n=int(input("Enter N: "))

f=1

**for** i **in** range(n,0,-1):

f=f\*i

**print**("Factorial = ",f)

**Output**

Enter N: 4

Factorial = 24

**5. Check prime number**

n=int(input("Enter N: "))

c=0

**for** i **in** range(1,n+1):

**if** n%i==0:

c=c+1

**if** c==2:

**print**(n,"is Prime")

**else**:

**print**(n,"is Not Prime")

**Output**

Enter N: 131

131 is Prime

**6. Check palindrome number**

n=int(input("Enter Number: "))

m=n

rev=0

**while**(n>0):

dig=n%10

rev=rev\*10+dig

n=n//10

**if** rev==m:

**print**(m,"is Palindrome")

**else**:

**print**(m,"is not Palindrome")

**Output**

Enter Number: 12321

12321 is Palindrome

# **Python | Demonstrate an Example of break statement**

break is a keyword in python just like another programming language and it is used to break the execution of loop statement.

In the given example, loop is running from 1 to 10 and we are using the break statement if the value of i is 6. Thus when the value of i will be 6, program's execution will come out from the loop.

**Example 1:**

**for** i **in** range(1,11):

**if**(i==6):

**break**

**print**(i)

**Output**

1

2

3

4

5

**Example 2:** In this example, we are printing character by character of the value/string “Hello world” and terminating (using break), if the character is space.

**for** ch **in** "Hello world":

**if** ch == " ":

**break**

**print**(ch)

**Output**

H

e

l

l

o

# **Python | Demonstrate an Example of continue statement**

continue is a keyword in python just like another programming language and it is used to send the program’s section to loop by escaping the execution of next statement in the loop.

In the given example, loop is running from 1 to 10 and we are using the continue statement if value of ‘i’ is 6. This when the value of i will be 6, program’s execution will continue without prating the 6.

**Example 1:**

**for** i **in** range(1,11):

**if**(i==6):

**continue**

**print**(i)

**Output**

1

2

3

4

5

7

8

9

10

**Example 2:** In this example, we are printing character by character of the value/string “Hello world” and continuing the loop execution, if the character is space.

**for** ch **in** "Hello world":

**if** ch == " ":

**continue**

**print**(ch)

**Output**

H

e

l

l

o

w

o

r

l

d

# **Python | Demonstrate an Example of pass statement**

## ass statement in python

**"pass"** is a type of null operation or null statement, when it executes nothing happens. It is used when you want do not want to write any code/statement to execute but syntactically a statement is required.

**Let’s consider the given example...**

Here, we are using **"pass"** statement in the function **hello()** definition - there is no statement in the function and if we do not use **"pass"**, there will be an error.

**def** hello():

**pass**

hello()

**Example 2:**

**for** i **in** range(1,11):

**if**(i==6):

**continue**

**else**:

**pass**

**print**(i)

**Output**

1

2

3

4

5

7

8

9

10

# **Python | Program to print numbers from N to 1 (use range() with reverse order)**

**Given the value of N and we have to print numbers from N to 1 in Python.**

## range() Method

This method is used to iterate a range values.

Simply, we use range(start, stop)

Let’s understand by an example, if we want to iterate any loop till a to b, then range statement will be range(a, b+1).

**Iterate in reverse order**

To iterate range in reverse order, we use 3 parameters

1. Start – start value
2. Stop – end value
3. Step – Increment/Decrement to the value

**Examples:**

1) To print numbers from B to A

for i in range(B, A-1, -1)

print i

2) To print numbers from B to A by escaping one number between

for i in range(B, A-1, -2)

print i

## Program to print numbers from N to 1 in Python

# Python program to print numbers

# from n to 1

# input the value of n

n = int(input("Enter the value of n: "))

# check the input value

**if** (n<=1):

**print** "n should be greater than 1"

exit()

# print the value of n

**print** "value of n: ",n

# print the numbers from n to 1

# message

**print** "numbers from {0} to {1} are: ".format(n,1)

# loop to print numbers

**for** i **in** range(n,0,-1):

**print** i

**Output 1**

Enter the value of n: 10

value of n: 10

numbers from 10 to 1 are:

10

9

8

7

6

5

4

3

2

1

**Output 2** (when the value of n is 1)

Enter the value of n: 1

n should be greater than 1

# **Python | Print all numbers between 1 to 1000 which are divisible by 7 and must not be divisible by 5**

**Logic:**

* To implement this logic, we will use a [for and in](https://www.includehelp.com/python/looping-constructs.aspx) loop with range() method. The statement of range() method with the minimum to maximum range is range(begin, end+1).
* And, check the condition, that value should be divisible by 7 and should not be divisible by 5 (example code: ((cnt%7==0) and (cnt%5!=0)) ).
* If condition is true, print the numbers.

**Program:**

# define range in variables

# so that we can change them anytime

begin = 1

end = 1000

# loop to check and print the numbers

# which are divisible by 7 and not

# divisible by 5

**for** cnt **in** range(begin, end+1):

**if**( cnt%7==0 **and** cnt%5!=0 ):

**print** cnt, # command after cnt will print space

**Output**

7 14 21 28 42 49 56 63 77 84 91 98 112 119 126

133 147 154 161 168 182 189 196 203 217 224 231

238 252 259 266 273 287 294 301 308 322 329 336

343 357 364 371 378 392 399 406 413 427 434 441

448 462 469 476 483 497 504 511 518 532 539 546

553 567 574 581 588 602 609 616 623 637 644 651

658 672 679 686 693 707 714 721 728 742 749 756

763 777 784 791 798 812 819 826 833 847 854 861

868 882 889 896 903 917 924 931 938 952 959 966

973 987 994

# **Python | Calculate square of a given number (3 different ways)**

**Given a number, and we have to calculate its square in Python.**

**Example:**

Input:

Enter an integer numbers: 8

Output:

Square of 8 is 64

**Calculating square** is a basic operation in mathematics; here we are calculating the square of a given number by using 3 methods.

1. By multiplying numbers two times: (number\*number)
2. By using Exponent Operator (\*\*): (number\*\*2)
3. By using math.pow() method: (math.pow(number,2)

### **1) By multiplying numbers two times: (number\*number)**

To **find the square of a number** - simple multiple the number two times.

**Program:**

# Python program to calculate square of a number

# Method 1 (using number\*number)

# input a number

number = int (raw\_input ("Enter an integer number: "))

# calculate square

square = number\*number

# print

**print** "Square of {0} is {1} ".format (number, square)

**Output**

Enter an integer number: 8

Square of 8 is 64

### **2) By using Exponent Operator (\*\*): (number\*\*2)**

The another way is to **find the square of a given number** is to use **Exponent Operator** (\*\*), it returns the exponential power. This operator is represented by \*\*

**Example:** Statement m\*\*n will be calculated as **"m to the power of n"**.

**Program:**

# Python program to calculate square of a number

# Method 2 (using number\*\*2)

# input a number

number = int (raw\_input ("Enter an integer number: "))

# calculate square

square = number\*\*2

# print

**print** "Square of {0} is {1} ".format (number, square)

**Output**

Enter an integer number: 8

Square of 8 is 64

### **3) By using math.pow() method: (math.pow(number,2)**

pow(m,n) is an inbuilt method of math library, it returns the value of **"m to the power n"**. To use this method, we need to import math library in the program.

The statement to import math library is import math.

**Program:**

# Python program to calculate square of a number

# Method 3 (using math.pow () method)

# importing math library

**import** math

# input a number

number = int (raw\_input ("Enter an integer number: "))

# calculate square

square = int(math.pow (number, 2))

# print

**print** "Square of {0} is {1} ".format (number, square)

**Output**

Enter an integer number: 8

Square of 8 is 64

# **Python | Find factorial of a given number (2 different ways)**

**Given a number and we have to find its factorial in Python.**

**Example:**

Input:

Num = 4

Output:

Factorial of 4 is: 24

### **1) Method 1: Using loop**

# Code to find factorial on num

# number

num = 4

# 'fact' - variable to store factorial

fact =1

# run loop from 1 to num

# multiply the numbers from 1 to num

# and, assign it to fact variable

**for** i **in** range (1,num+1) :

fact = fact\*i

# print the factorial

**print** "Factorial of {0} is: {1} ".format (num, fact)

**Output**

Factorial of 4 is: 24

### **2) Method 2: by creating a function using recursion method**

To find the factorial, fact() function is written in the program. This function will take number (num) as an argument and return the factorial of the number.

# function to calculate the factorial

**def** fact (n):

**if** n == 0:

**return** 1

**return** n \* fact (n - 1)

# Main code

num = 4

# Factorial

**print** "Factorial of {0} is: {1} ".format (num, fact(num))

**Output**

Factorial of 4 is: 24

# **Python | Write functions to find square and cube of a given number**

**Given a number, and we have to write user defined functions to find the square and cube of the number is Python.**

**Example:**

Input:

Enter an integer number: 6

Output:

Square of 6 is 36

Cube of 6 is 216

**Function to get square:**

**def** square (num):

**return** (num\*num)

**Function to get cube:**

**def** cube (num):

**return** (num\*num\*num)

**Program:**

# python program to find square and cube

# of a given number

# User defind method to find square

**def** square (num):

**return** (num\*num)

# User defind method to find cube

**def** cube (num) :

**return** (num\*num\*num)

# Main code

# input a number

number = int (raw\_input("Enter an integer number: "))

# square and cube

**print** "square of {0} is {1}".format(number, square(number))

**print** "Cube of {0} is {1}".format(number, cube (number))

**Output**

Enter an integer number: 6

square of 6 is 36

Cube of 6 is 216

# **Python | Declare any variable without assigning any value**

Since, Python is a dynamic programming language so there is no need to declare such type of variable, it automatically declares when first time value assign in it.

Still, this is a common question asked by many programmers that **can we declare any variable without any value?**

**The answer is: "Yes! We can declare such type of variable"**. To declare a variable without any variable, just assign None.

**Syntax:**

variable\_name = None

**Example:**

num = None

**Let’s understand through a program:**

# Python program to declare a

# variable without assigning any value

# declare variable

num = None

# print the value

**print** "value of num: ", num

# checking variable

**if** (num==None):

**print** "Nothing"

**else**:

**print** "Something"

# assign some value

num = 100

# print the value

**print** "value of num: ", num

# checking variable

**if** (num==None):

**print** "Nothing"

**else**:

**print** "Something"

**Output**

value of num: None

Nothing

value of num: 100

Something

# **BMI (Body Mass Index) calculator in Python**

**Given weight and height of a person and we have to find the BMI (Body Mass Index) using Python.**

**Example:**

**Input:**

Height = 1.75

Weigth = 64

**Output:**

BMI is: 20.89 and you are: Healthy

The steps that we will follow are:

* We will first get input values from user using input() and convert it to float using float().
* We will use the BMI formula, which is weight/(height\*\*2).
* Then print the result using conditional statements.
* Here we have used elif because once we satisfy a condition we don’t want to check the rest of the statements.

## Program to calculate BMI in Python

# getting input from the user and assigning it to user

height = float(input("Enter height in meters: "))

weight = float(input("Enter weight in kg: "))

# the formula for calculating bmi

bmi = weight/(height\*\*2)

# \*\* is the power of operator i.e height\*height in this case

**print**("Your BMI is: {0} and you are: ".format(bmi), end='')

#conditions

**if** ( bmi < 16):

**print**("severely underweight")

**elif** ( bmi >= 16 **and** bmi < 18.5):

**print**("underweight")

**elif** ( bmi >= 18.5 **and** bmi < 25):

**print**("Healthy")

**elif** ( bmi >= 25 **and** bmi < 30):

**print**("overweight")

**elif** ( bmi >=30):

**print**("severely overweight")

**Output**
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# **Python | Program to print Odd and Even numbers from the list of integers**

**Logic:** To do this, we will simply go through the list and check whether the number is divisible by 2 or not, if it is divisible by 2, then the number is EVEN otherwise it is ODD.

**Program:**

# Give number of elements present in list

n=int(input())

# list

l= list(map(int,input().strip().split(" ")))

# the number will be odd if on diving the number by 2

# its remainder is one otherwise number will be even

odd=[]

even=[]

**for** i **in** l:

**if**(i%2!=0):

odd.append(i)

**else**:

even.append(i)

**print**("list of odd number is:",odd)

**print**("list of even number is:",even)

**Output**

# Python program to print EVEN and ODD **Python | Program to print Palindrome numbers from the given list**

First few palindrome numbers are 0, 1 , 2 , 3 , 4 , 5 , 6 , 7 , 8 , 9 , 11 , 22 , 33 , 44 , 55 , 66 , 77 , 88 , 99 , 101 , 111 , 121 , ... and so on.

**Input format:** Given a number n, size of list then next line contains space separated n numbers.

**Logic:** We will simply convert the number into string and then using reversed(string) predefined function in python ,we will check whether the reversed string is same as the number or not.

**Program:**

# Give size of list

n=int(input())

# Give list of numbers having size n

l=list(map(int,input().strip().split(' ')))

**print**("Palindrome numbers are:")

# check through the list to check

# number is palindrome or not

**for** i **in** l:

num=str(i)

**if**("".join(reversed(num))==num):

**print**(i)

**Output**
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# **Python | Compute the net amount of a bank account based on the transactions**

**Given a few transactions (deposit, withdrawal), and we have to compute the Net Amount of that bank account based on these transactions in Python.**

**Example:**

Input:

Enter transactions: D 10000

Want to continue (Y for yes): Y

Enter transaction: W 5000

Want to continue (Y for yes): Y

Enter transaction: D 2000

Want to continue (Y for yes): Y

Enter transaction: W 100

Want to continue (Y for yes): N

Output:

Net amount: 6900

**Logic:**

* For this program, we will input transactions (till user’s choice is "Y") with type ("D" for deposit and "W" for withdrawal) and the amount – for that we will computer it in an infinite loop while True:
* Transactions will be like "D 2000" that means Deposit 2000, so there are two values needs to be extracted 1) "D" is the type of transaction and 2) 2000 is the amount to be deposited.
* A transaction input will be string type- convert/split the values to the list which is delimited by the space. For this, we use string.split() method.
* Now, the values will be in the list, the first value is the type – which is in string format and the second value is the amount – which is in also string format, we need to convert the amount in integer format. So we will convert its type (example code: amount = int(list[1])).
* After that, based on the transaction type check the conditions and adding/subtracting the amount from the net amount.
* After that, ask for the user for the next transaction and check the weather, if the user’s choice is not "Y" or "y", break the loop and print the net amount.

**Program:**

# computes net bank amount based on the input

# "D" for deposit, "W" for withdrawal

# define a variable for main amount

net\_amount = 0

**while** True:

# input the transaction

str = raw\_input ("Enter transaction: ")

# get the value type and amount to the list

# seprated by space

transaction = str.split(" ")

# get the value of transaction type and amount

# in the separated variables

type = transaction [0]

amount = int (transaction [1])

**if** type=="D" **or** type=="d":

net\_amount += amount

**elif** type=="W" **or** type=="w":

net\_amount -= amount

**else**:

**pass**

#input choice

str = raw\_input ("want to continue (Y for yes) : ")

**if** **not** (str[0] =="Y" **or** str[0] =="y") :

# break the loop

**break**

# print the net amount

**print** "Net amount: ", net\_amount

**Output**

Enter transaction: D 10000

want to continue (Y for yes) : Y

Enter transaction: W 5000

want to continue (Y for yes) : Y

Enter transaction: D 2000

want to continue (Y for yes) : Y

Enter transaction: W 100

want to continue (Y for yes) : N

Net amount: 6900

# **Python program to check whether a string contains a number or not**

**Given a string and we have to check whether it contains only digits or not in Python.**

To **check that a string contains only digits** (or a string has a number) – we can use **isdigit() function**, it returns true, if all characters of the string are digits.

**Syntax:**

string.isdigit()

**Example:**

Input:

str1 = "8789"

str2 = "Hello123"

str3 = "123Hello"

str4 = "123 456" #contains space

# function call

str1.isdigit()

str2.isdigit()

str3.isdigit()

str4.isdigit()

Output:

True

False

False

False

**Python code to check whether a strings contains a number or not**

# python program to check whether a string

# contains only digits or not

# variables declaration & initializations

str1 = "8789"

str2 = "Hello123"

str3 = "123Hello"

str4 = "123 456" #contains space

# checking

**print**("str1.isdigit(): ", str1.isdigit())

**print**("str2.isdigit(): ", str2.isdigit())

**print**("str3.isdigit(): ", str3.isdigit())

**print**("str4.isdigit(): ", str4.isdigit())

# checking & printing messages

**if** str1.isdigit():

**print**("str1 contains a number")

**else**:

**print**("str1 does not contain a number")

**if** str2.isdigit():

**print**("str2 contains a number")

**else**:

**print**("str2 does not contain a number")

**if** str3.isdigit():

**print**("str3 contains a number")

**else**:

**print**("str3 does not contain a number")

**if** str4.isdigit():

**print**("str4 contains a number")

**else**:

**print**("str4 does not contain a number")

**Output**

str1.isdigit(): True

str2.isdigit(): False

str3.isdigit(): False

str4.isdigit(): False

str1 contains a number

str2 does not contain a number

str3 does not contain a number

str4 does not contain a number

# **Python program for Zip, Zap and Zoom game**

Write a python program that displays a message as follows for a given number:

* If it is a multiple of three, display **"Zip"**.
* If it is a multiple of five, display **"Zap"**.
* If it is a multiple of both three and five, display **"Zoom"**.
* If it does not satisfy any of the above given conditions, display **"Invalid"**.

**Examples:**

Input:

Num = 9

Output : Zip

Input:

Num = 10

Output : Zap

Input:

Num = 15

Output : Zoom

Input:

Num = 19

Output: Invalid

**Code**

# Define a function for printing particular messages

**def** display(Num):

**if** Num % 3 == 0 **and** Num % 5 == 0 :

**print**("Zoom")

**elif** Num % 3 == 0 :

**print**("Zip")

**elif** Num % 5 == 0 :

**print**("Zap")

**else** :

**print**("Invalid")

# Main code

**if** \_\_name\_\_ == "\_\_main\_\_" :

Num = 9

# Function call

display(Num)

Num = 10

display(Num)

Num = 15

display(Num)

Num = 19

display(Num)

**Output**

Zip

Zap

Zoom

Invalid

# **Python program to convert temperature from Celsius to Fahrenheit and vice-versa**

**Formula used:**

**Celsius to Fahrenheit: °C= (5/9)\*(°F-32)**

**Fahrenheit to Celsius: °F= (9/5)\*(°C) + 32**

**Code:**

# Define a function to convert

# celsius temperature to Fahrenheit

**def** Celsius\_to\_Fahrenheit(c) :

f = (9/5)\*c + 32

**return** f

# Define a function to convert

# Fahrenheit temperature to Celsius

**def** Fahrenheit\_to\_Celsius(f) :

c = (5/9)\*(f - 32)

**return** c

# Driver Code

**if** \_\_name\_\_ == "\_\_main\_\_" :

c = 36

**print**(c, "degree celsius is equal to:",Celsius\_to\_Fahrenheit(c),"Fahrenheit")

f = 98

**print**(f,"Fahrenheit is equal to:",Fahrenheit\_to\_Celsius(f),"degree celsius")

**Output**

36 degree celsius is equal to: 96.8 Fahrenheit

98 Fahrenheit is equal to: 36.66666666666667 degree celsius

# **Python program for swapping the value of two integers**

So here is the code:

x = float(input('ENTER THE VALUE OF X: '))

y = float(input('ENTER THE VALUE OF Y: '))

temp = x

x = y

y = temp

**print**('X :', x,' Y :', y)

**Output:**

ENTER THE VALUE OF X: 10

ENTER THE VALUE OF Y: 20

X : 20.0 Y : 10.0

# **Python program for swapping the value of two integers without third variable**

One simple step, two different variables and it's all done.

So here is the code:

x = int(input("Enter the value of x :"))

y = int(input("Enter the value of y :"))

(x,y) = (y,x)

**print**('Value of x: ', x, '\nValue of y: ', y, '\nWOO!! Values SWAPPEDDD')

**print**('HENCE WE SWAPED THE VALUE WITHOUT USING THIRD VARIABLE')

**Output:**
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# **Python program to find winner of the day**

**Problem statement:**

There are two basketball teams (Team1 and Team2) in a school and they play some matches every day depending on their time and interest. Some days they play 3 matches, some days 2, some days 1, etc.

Write a python function, **find\_winner\_of\_the\_day()**, which accepts the name of the winner of each match and returns the name of the overall **winner of the day**. In case of the equal number of wins, return **"Tie"**.

**Example:**

Input : Team1 Team2 Team1

Output : Team1

Input : Team1 Team2 Team2 Team1 Team2

Output : Team2

**Code:**

# Python3 program to find winner of the day

# function which accepts the name of winner

# of each match of the day and return

# winner of the day

# This function accepts variable number of arguments in a tuple

**def** find\_winner\_of\_the\_day(\*match\_tuple):

team1\_count = 0

team2\_count = 0

# Iterating through all team name

# present in a match tuple variable

**for** team\_name **in** match\_tuple :

**if** team\_name == "Team1" :

team1\_count += 1

**else** :

team2\_count += 1

**if** team1\_count == team2\_count :

**return** "Tie"

**elif** team1\_count > team2\_count :

**return** "Team1"

**else** :

**return** "Team2"

# Driver Code

**if** \_\_name\_\_ == "\_\_main\_\_" :

**print**(find\_winner\_of\_the\_day("Team1","Team2","Team1"))

**print**(find\_winner\_of\_the\_day("Team1","Team2","Team1","Team2"))

**print**(find\_winner\_of\_the\_day("Team1","Team2","Team2","Team1","Team2"))

**Output**

Team1

Tie

Team2

# **Python program to convert Centimeter to Inches**

**ey:** 1 inch = 2.54 cms

**Example:**

Input:

Centimeter: 245

Output:

Inches: 96.45669291338582

**Python code to convert Centimeter to Inches**

# Python program to convert Centimeter to Inches

# taking input

num = float(input("Enter the distance measured in centimeter : "))

# converting from cms to inches

""" 1 inch = 2.54 centimeters"""

inc = num/2.54

# printing the result

**print**("Distance in inch : ", inc)

**Output**

First run:

Enter the distance measured in centimeter : 245

Distance in inch : 96.45669291338582

Second run:

Enter the distance measured in centimeter : 54

Distance in inch : 21.25984251968504

Third run:

Enter the distance measured in centimeter : 2.54

Distance in inch : 1.0

**Key:** 1 meter = 1.094 yards

**Example:**

Input:

Meters: 245

Output:

Yards: 268.03000000000003

**Python code to convert Meters to yards**

# Python program to convert Centimeter to Inches

# taking input

num = float(input("Enter the distance measured in centimeter : "))

# converting from cms to inches

""" 1 inch = 2.54 centimeters"""

inc = num/2.54

# printing the result

**print**("Distance in inch : ", inc)

**Output**

First run:

Enter the distance measured in meters : 245

Distance in yards : 268.03000000000003

Second run:

Enter the distance measured in meters : 54

Distance in yards : 59.07600000000001

Third run:

Enter the distance measured in meters : 100

Distance in yards : 109.4

**Key:** 1 meter = 1.094 yards

**Example:**

Input:

Yards: 54

Output:

Meters: 49.36014625228519

**Python code to convert Yards to meters**

# Python program to convert yards into meters

# input

num = float(input("Enter the distance measured in yards : "))

# converting from yards into meters

""" 1 meter = 1.094 yards"""

met = num/1.094

# printing the result

**print**("Distance in meters : ", met)

**Output**

First run:

Enter the distance measured in yards : 54

Distance in meters : 49.36014625228519

Second run:

Enter the distance measured in yards : 1.094

Distance in meters : 1.0

Third run:

Enter the distance measured in yards : 245

Distance in meters : 223.9488117001828

# **Python program to find perfect number**

Given an integer number and we have to check whether it is perfect number or not?

This Python program is used to find its all positive divisors excluding that number.

**Explanation:** For Example, 28 is a perfect number since divisors of 28 are 1, 2, 4,7,14 then sum of its divisor is 1 + 2 + 4 + 7 + 14 = 28.

**Note:** A perfect number is a positive integer that is equal to the sum of its proper positive divisors.

### **Python code to find perfect number**

**if** \_\_name\_\_ == "\_\_main\_\_" :

# initialisation

i = 2;sum = 1;

# take input from user and typecast into integer

n = int(input("Enter a number: "))

# iterating till n//2 value

**while**(i <= n//2 ) :

# if proper divisor then add it.

**if** (n % i == 0) :

sum += i

i += 1

# check sum equal to n or not

**if** sum == n :

**print**(n,"is a perfect number")

**else** :

**print**(n,"is not a perfect number")

**Output**

First run:

Enter a number: 28

28 is a perfect number

Second run:

Enter a number: 14

14 is not a perfect number

# **Python | Program to declare and print a list**

**Declare a list and print the elements/objects of the list in Python.**

**Program:**

# declaring list with integer elements

list1 = [10, 20, 30, 40, 50]

# printing list1

**print** "List element are: ", list1

# printing elements of list1 by index

**print** "Element @ 0 index:", list1[0]

**print** "Element @ 1 index:", list1[1]

**print** "Element @ 2 index:", list1[2]

**print** "Element @ 3 index:", list1[3]

**print** "Element @ 4 index:", list1[4]

# declaring list with string elements

list2 = ["New Delhi", "Mumbai", "Chennai", "calcutta"]

# printing list2

**print** "List elements are: ", list2

#printing elements of list2 by index

**print** "Element @ 0 index:",list2 [0]

**print** "Element @ 1 index:",list2 [1]

**print** "Element @ 2 index:",list2 [2]

**print** "Element @ 3 index:",list2 [3]

**print** " " # prints new line

# declaring list with mixed elements

list3 = ["Amit Shukla", 21, "New Delhi", 9876543210]

#printing list3

**print** "List elements are: ", list3

# printing elements of list3 by index

**print** "Element @ 0 index (Name) :", list3[0]

**print** "Element @ 1 index (Age ) :", list3[1]

**print** "Element @ 2 index (City) :", list3[2]

**print** "Element @ 3 index (Mob.) :", list3[3]

**print** "" # prints new line

**Output**

List element are: [10, 20, 30, 40, 50]

Element @ 0 index: 10

Element @ 1 index: 20

Element @ 2 index: 30

Element @ 3 index: 40

Element @ 4 index: 50

List elements are: ['New Delhi', 'Mumbai', 'Chennai', 'calcutta']

Element @ 0 index: New Delhi

Element @ 1 index: Mumbai

Element @ 2 index: Chennai

Element @ 3 index: calcutta

List elements are: ['Amit Shukla', 21, 'New Delhi', 9876543210]

Element @ 0 index (Name) : Amit Shukla

Element @ 1 index (Age ) : 21

Element @ 2 index (City) : New Delhi

Element @ 3 index (Mob.) : 9876543210

# **Python | Program for Adding, removing elements in the list**

## Python List append() Method

It is used to add/append an object (which will be passed in method as parameter) to the list.

**Syntax:**

list.append(element)

**Here,**

* list - is the name of the list.
* append() - is the method name, that is used to add element/object to the list.
* element - is an element (which is considered as on object or element) to be added in the list.

## Python List pop() Method

It is used to remove/pop an object from the list.

**Syntax:**

list.pop()

**Here,**

* list is the name of the list.
* pop() is the method name that is used to remove last element from the list.

**Program:**

# Declaring a list with integer and string elements

list = [10, 20, 30, "New Delhi", "Mumbai"]

# printing list

**print** "List elements are: ", list

# adding elements

list.append (40)

list.append (50)

list.append ("Chennai")

# printing list after adding elements

**print** "List elements: ", list

# removing elements

list.pop () ;

# printing list

**print** "List elements: ", list

# removing elements

list.pop () ;

# printing list

**print** "List elements: ", list

**Output**

List elements are: [10, 20, 30, 'New Delhi', 'Mumbai']

List elements: [10, 20, 30, 'New Delhi', 'Mumbai', 40, 50, 'Chennai']

List elements: [10, 20, 30, 'New Delhi', 'Mumbai', 40, 50]

List elements: [10, 20, 30, 'New Delhi', 'Mumbai', 40]

# **Python | Program to print a list using ‘FOR and IN’ loop**

**Given a list and we have to print its all elements using FOR and IN loop in Python.**

**FOR and IN** constructs as loop is very useful in the Python, it can be used to access/traverse each element of a list.

**Syntax of *for ... in* loop**

for *variable* in *list\_name*:

Statements

**Example/Programs: Declaring and printing a list**

# Declaring a list

list = [10, 20, 30, 40, 50]

# printing without using FOR and IN

**print** "List elements are: ", list

**print** " " # prints new line

# printing using FOR and IN

**print** "List elements are: "

**for** L **in** list:

**print** L

**print** " " # prints new line

# calculating Sum of all elements

sum = 0

**for** L **in** list:

sum += L

**print** "Sum is: ", sum

**Output**

List elements are: [10, 20, 30, 40, 50]

List elements are:

10

20

30

40

50

Sum is: 150

# **Python | Program to add an element at specified index in a list**

**Given a list and we have to add an element at specified index in Python.**

[list.appened() Method](https://www.includehelp.com/python/adding-removing-elements-in-the-list.aspx) is used to append/add an element at the end of the list. But, if we want to add an element at specified index, we use insert() method. It takes 2 arguments, *index* and *element*.

**Syntax:**

list.insert(index, element)

**Here,**

* list is the name of the list, in which we have to insert element at given index.
* index is the position, where we want to insert an element.
* element is an element/item to be inserted in the list.

**Example:**

list.insert(2, 100)

It will insert 100 at 2nd position in the list name ‘list’.

**Program:**

# Declaring a list

list = [10, 20, 30]

# printing elements

**print** (list)

# O/P will be: [10, 20, 30]

# inserting "ABC" at 1st index

list.insert (1, "ABC")

# printing

**print** (list)

# O/P will be: [10, 'ABC', 20, 30]

# inserting "PQR" at 3rd index

list.insert (3, "PQR")

# printing

**print** (list)

# O/P will be: [10, 'ABC', 20, 'PQR', 30]

# inserting 'XYZ' at 5th index

list.insert (5, "XYZ")

**print** (list)

# O/P will be: [10, 'ABC', 20, 'PQR', 30, 'XYZ']

# inserting 99 at second last index

list.insert (len (list) -1, 99)

# printing

**print** (list)

# O/P will be: [10, 'ABC', 20, 'PQR', 30, 99, 'XYZ']

**Output**

[10, 20, 30]

[10, 'ABC', 20, 30]

[10, 'ABC', 20, 'PQR', 30]

[10, 'ABC', 20, 'PQR', 30, 'XYZ']

[10, 'ABC', 20, 'PQR', 30, 99, 'XYZ']

# **Python | Program to remove first occurrence of a given element in the list**

**Python program to remove first occurrence of a given element in the list**: Given a list of the elements and we have to remove first occurrence of a given element.

## list.remove()

This method removes first occurrence given element from the list.

**Syntax:**

list.remove(element)

**Here,**

* list is the name of the list, from where we have to remove the element.
* element an element/object to be removed from the list.

**Example:**

Input :

list [10, 20, 30, 40, 30]

function call to remove 30 from the list:

list.remove(30)

Output:

List elements after removing 30

list [10, 20, 40, 30]

**Program:**

# Declaring a list

list = [10, 20, 30, 40, 30]

# print list

**print** "List element:"

**for** l **in** range(len(list)):

**print** (list[l])

# removing 30 from the list

list.remove(30);

# print list after removing 30

**print** "List element after removing 30:"

**for** l **in** range(len(list)):

**print** (list[l])

**Output**

List element:

10

20

30

40

30

List element after removing 30:

10

20

40

30

# **Python | Program to remove all elements in a range from the List**

**Given a list and we have to remove elements in a range from the list in Python.**

## del list(start\_index, end\_index)

del() method is used to remove all elements of list in range starting from *start\_index* to *end\_index*.

**Syntax:**

del list(start\_index, end\_index)

**Program:**

# Declaring a list

list = [10, 20, 30, 40, 50]

# print list

**print** "List element:"

**for** l **in** range(len(list)):

**print** (list[l])

# delete element from index 1 to 30del list[1.3]

**del** list[1:3]

# print list after deleting

# element from index 1 to 3

**print** "List element after del[1:3]:"

**for** l **in** range(len(list)):

**print** (list[l])

**Output**

List element:

10

20

30

40

50

List element after del[1:3]:

10

40

50

# **Python | Program to sort the elements of given list in Ascending and Descending Order**

**Given a list of the elements and we have to sort the list in Ascending and the Descending order in Python.**

Python list.sort() Method

sort() is a inbuilt method in Python, it is used to sort the elements/objects of the list in Ascending and Descending Order.

**Sorting elements in Ascending Order (list.sort())**

**Syntax:**

list.sort()

**Program to sort list elements in Ascending Order**

# List of integers

num = [10, 30, 40, 20, 50]

# sorting and printing

num.sort()

**print** (num)

# List of float numbers

fnum = [10.23, 10.12, 20.45, 11.00, 0.1]

# sorting and printing

fnum.sort()

**print** (fnum)

# List of strings

str = ["Banana", "Cat", "Apple", "Dog", "Fish"]

# sorting and printing

str.sort()

**print** (str)

**Output**

[10, 20, 30, 40, 50]

[0.1, 10.12, 10.23, 11.0, 20.45]

['Apple', 'Banana', 'Cat', 'Dog', 'Fish']

**Sorting in Descending Order (list.sort(reverse=True))**

To sort a list in descending order, we pass reverse=True as an argument with sort() method.

**Syntax:**

list.sort(reverse=True)

**Program to sort list elements in Descending Order**

# List of integers

num = [10, 30, 40, 20, 50]

# sorting and printing

num.sort(reverse=True)

**print** (num)

# List of float numbers

fnum = [10.23, 10.12, 20.45, 11.00, 0.1]

# sorting and printing

fnum.sort(reverse=True)

**print** (fnum)

# List of strings

str = ["Banana", "Cat", "Apple", "Dog", "Fish"]

# sorting and printing

str.sort(reverse=True)

**print** (str)

**Output**

[50, 40, 30, 20, 10]

[20.45, 11.0, 10.23, 10.12, 0.1]

['Fish', 'Dog', 'Cat', 'Banana', 'Apple']

# **Python | Program to find the differences of two lists**

**Given two lists of integers, we have to find the differences i.e. the elements which are not exists in second lists.**

**Example:**

Input:

List1 = [10, 20, 30, 40, 50]

List2 = [10, 20, 30, 60, 70]

Output:

Different elements:

[40, 50]

**Logic:**

To **find the differences of the lists**, we are using set() Method, in this way, we have to explicitly convert lists into sets and then subtract the set converted lists, the result will be the elements which are not exist in the second.

**Program to find difference of two lists in Python**

# list1 - first list of the integers

# lists2 - second list of the integers

list1 = [10, 20, 30, 40, 50]

list2 = [10, 20, 30, 60, 70]

# printing lists

**print** "list1:", list1

**print** "list2:", list2

# finding and printing differences of the lists

**print** "Difference elements:"

**print** (list (set(list1) - set (list2)))

**Output**

list1: [10, 20, 30, 40, 50]

list2: [10, 20, 30, 60, 70]

Difference elements:

[40, 50]

**Program 2: with mixed type of elements, printing 1) the elements which are not exist in list2 and 2) the elements which are not exists in list1.**

# list1 - first list with mixed type elements

# lists2 - second list with mixed type elements

list1 = ["Amit", "Shukla", 21, "New Delhi"]

list2 = ["Aman", "Shukla", 21, "Mumbai"]

# printing lists

**print** "list1:", list1

**print** "list2:", list2

# finding and printing differences of the lists

**print** "Elements not exists in list2:"

**print** (list (set(list1) - set (list2)))

**print** "Elements not exists in list1:"

**print** (list (set(list2) - set (list1)))

**Output**

list1: ['Amit', 'Shukla', 21, 'New Delhi']

list2: ['Aman', 'Shukla', 21, 'Mumbai']

Elements not exists in list2:

['Amit', 'New Delhi']

Elements not exists in list1:

['Aman', 'Mumbai']

# **Python | Program to Print the index of first matched element of a list**

**Given a list and we have to find the index of first matched of a list in Python.**

**Example:**

Input:

List = [10, 20, 10, 20, 30, 40, 50]

element = 10

Output:

Index of first matched 10 is: 0

Input:

List = [10, 20, 10, 20, 30, 40, 50]

element = 30

Output:

Index of first matched 20 is: 4

## list.index() Method

It’s an inbuilt method in Python, it returns the index of first matched element of a list.

**Syntax:**

list.index(element)

Here, *list* is the name of the list and *element* is the element/item whose first matched index to be returned.

**Program to find the index of first matched element in Python**

# declare a list of Integers

list = [10, 20, 10, 20, 30, 40, 50]

# printing index of 10

**print** (list.index (10))

#printing index of 20

**print** (list.index (20))

# printing index of 30

**print** (list.index (30))

# printing index of 40

**print** (list.index (40))

# printing index of 50

**print** (list.index (50))

**Output**

0

1

4

5

6

# **Python | Program to find the position of minimum and maximum elements of a list**

**Given a list and we have to find the index/position of minimum and maximum elements of a list in Python.**

**Prerequisite:**

* [Python | min() Method](https://www.includehelp.com/python/find-minimum-value-from-given-parameters-using-min.aspx)
* [Python | max() Method](https://www.includehelp.com/python/find-maximum-value-from-given-parameters-using-max.aspx)

**Example:**

Input:

list = [10, 1, 2, 20, 3, 20]

Output:

Positive of minimum element: 1

Positive of maximum element: 3

**Logic:**

To **find the positions/indexes of minimum and maximum elements of a list**, we need to find the maximum and minimum elements of the list – to find the maximum element of the list, we will use max(list) and to find the minimum element of the list, we will use min(list).

And, to get their indexes, we will use list.index(max(list)) and list.index(min(list)).

**Program to find the position of min and max elements of a list in Python**

# declare a list of Integers

list = [10, 1, 2, 20, 3, 20]

# min element's position/index

min = list.index (min(list))

# max element's position/index

max = list.index (max(list))

# printing the position/index of min and max elements

**print** "position of minimum element: ", min

**print** "position of maximum element: ", max

**Output**

position of minimum element: 1

position of maximum element: 3

**Explanation:**

* The minimum number of the list is 1 and it is at 1st position in the list. To get it’s index, we use list.index(min(list)) statement, min(list) returns 1 (as minimum element) and list.index(1) returns the index of 1 from the list. Hence, the position of minimum element is: 1
* The maximum number of the list if 20 and it is two times in the list, first occurrence of 20 is at 3rdposition and the second occurrence of 20 is at 5th position. Statement max(list) returns the maximum element of the list, which is 20 and the statement list.index(20) returns the [index/position of first matched element](https://www.includehelp.com/python/print-the-index-of-first-matched-element-of-a-list.aspx). Hence, the position of maximum element is: 3

# **Python | Program to input, append and print the list elements**

**ead the value of N (limit of the list), input N elements and print the elements in Python.**

**Example:**

Input:

Enter limit of the list: 5

Enter an integer: 10

Enter an integer: 20

Enter an integer: 30

Enter an integer: 40

Enter an integer: 50

Output:

Input list elements are:

10

20

30

40

50

**Program:**

# declare a list

list = []

# read limit (value of n)

# for maximum number of elements

n = int (input ("Enter limit of the list: "))

# input n integer element

# and append to the list

**for** i **in** range (n) :

item = int (input ("Enter an integer: "))

list.append (item)

# print all elements

**print** "Input list elements are: "

**for** i **in** range (n) :

**print** list [i]

**Output**

Enter limit of the list: 5

Enter an integer: 10

Enter an integer: 20

Enter an integer: 30

Enter an integer: 40

Enter an integer: 50

Input list elements are:

10

20

30

40

50

# **Python | Program to remove duplicate elements from the list**

**Example:**

Input:

list1: [10, 20, 10, 20, 30, 40, 30, 50]

Output:

List after removing duplicate elements

list2: [10, 20, 30, 40, 50]

**Logic:**

To implement the program is too easy, we have to append elements one by one to another list by checking whether element is available in the new list or not.

Let suppose, 20 is available three times in the list list1 and when we append 20 (first occurrence) to the list list2, it will be appended, but when we append 20 (second occurrence) to the list list2, condition will be false and item will not be appended. And finally, we will get list without duplicate elements.

**Program:**

# declare list

list1 = [10, 20, 10, 20, 30, 40, 30, 50]

# creating another list with unique elements

# declare another list

list2 = []

# appending elements

**for** n **in** list1:

**if** n **not** **in** list2:

list2.append(n)

# printing the lists

**print** "Original list"

**print** "list1: ", list1

**print** "List after removing duplicate elements"

**print** "list2: ", list2

**Output**

Original list

list1: [10, 20, 10, 20, 30, 40, 30, 50]

List after removing duplicate elements

list2: [10, 20, 30, 40, 50]

**Program (Defining User defines function):**

# Function to remove duplicates

**def** removeDuplicates (list1):

# declare another list

list2 = []

# appending elements

**for** n **in** list1:

**if** n **not** **in** list2:

list2.append (n)

**return** list2

# Main code

# declare a list

list1 = [10, 20, 10, 20, 30, 40, 30, 50]

# print the list

**print** "Original list: ", list1

**print** "List after duplicate remove: ", removeDuplicates (list1)

**Output**

Original list: [10, 20, 10, 20, 30, 40, 30, 50]

List after duplicate remove: [10, 20, 30, 40, 50]

# **Python | Program to print all numbers which are divisible by M and N in the List**

**Given a list of the integers and *M*, *N* and we have to print the numbers which are divisible by *M*, *N* in Python.**

**Example:**

Input:

List = [10, 15, 20, 25, 30]

M = 3, N=5

Output:

15

30

To find and print the list of the numbers which are divisible by M and N, we have to traverse all elements using a loop, and check whether the number is divisible by M and N, if number is divisible by M and N both print the number.

**Program:**

# declare a list of integers

list = [10, 15, 20, 25, 30]

# declare and assign M and N

M = 3

N = 5

# print the list

**print** "List is: ", list

# Traverse each element and check

# whether it is divisible by M, N

# or not, if condition is true print

# the element

**print** "Numbers divisible by {0} and {1}".format (M, N)

**for** num **in** list:

**if**( num%M==0 **and** num%N==0 ) :

**print** num

**Output**

List is: [10, 15, 20, 25, 30]

Numbers divisible by 3 and 5

15

30

# **Python | Create three lists of numbers, their squares and cubes**

**Take a range i.e. start and end, and we have to create three lists, list1 should contains numbers, list2 should contain squares of the numbers and list3 should contain cubes of the numbers in Python.**

**Example:**

Input:

Start = 1

End = 10

Output:

numbers: [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

squares: [1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

cubes : [1, 8, 27, 64, 125, 216, 343, 512, 729, 1000]

**Logic:**

* Declare three lists.
* Define range, here we are defining start with 1 and end with 10.
* Run a loop with the range as range(start, end+1) and loop counter as count.
* Append the loop counter count to the list named numbers, append square to the list named squares and append the cube to the list named cubes.
* Finally, print the lists.

**Program:**

# declare lists

numbers = []

squares = []

cubes = []

# start and end numbers

start = 1

end = 10

# run a loop from start to end+1

**for** count **in** range (start, end+1) :

numbers.append (count)

squares.append (count\*\*2)

cubes.append (count\*\*3)

# print the lists

**print** "numbers: ",numbers

**print** "squares: ",squares

**print** "cubes : ",cubes

**Output**

numbers: [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

squares: [1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

cubes : [1, 8, 27, 64, 125, 216, 343, 512, 729, 1000]

### **By defining own functions**

# define function to add numbers in list

**def** listNumbers(a,b):

#define dynamic list

list = []

**for** count **in** range(a,b+1):

list.append(count)

#return list

**return** list

# define function to add squares in list

**def** listSquares(a,b):

#define dynamic list

list = []

**for** count **in** range(a,b+1):

list.append(count\*\*2)

#return list

**return** list

# define function to add cubes in list

**def** listCubes(a,b):

#define dynamic list

list = []

**for** count **in** range(a,b+1):

list.append(count\*\*3)

#return list

**return** list

# Main code

# declare lists

numbers = []

squares = []

cubes = []

# start and end numbers

start = 1

end = 10

# get values in lists

numbers = listNumbers(start, end)

squares = listSquares(start, end)

cubes = listCubes(start, end)

# print the lists

**print** "numbers: ",numbers

**print** "squares: ",squares

**print** "cubes : ",cubes

**Output**

numbers: [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

squares: [1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

cubes : [1, 8, 27, 64, 125, 216, 343, 512, 729, 1000]

# **Python | Count vowels in a string**

**Given a string, and we have to count the total number of vowels in the string using python program.**

**Example:**

Input:

Str = "Hello world"

Output:

Total vowels are: 3

**Program:**

# count vowels in a string

# declare, assign string

str = "Hello world"

# declare count

count = 0

# iterate and check each character

**for** i **in** str:

# check the conditions for vowels

**if**( i=='A' **or** i=='a' **or** i=='E' **or** i=='e'

**or** i=='I' **or** i=='i' **or** i=='O' **or** i=='o'

**or** i=='U' **or** i=='u'):

count +=1;

# print count

**print** "Total vowels are: ", count

**Output**

Total vowels are: 3

**Implement the program by creating functions to check vowel and to count vowels:**

Here, we are creating two functions:

**1) isVowel()**

This function will take character as an argument, and returns True, if character is vowel.

**2) countVowels()**

This function will take string as an argument, and return total number of vowels of the string.

**Program:**

# count vowels in a string

# function to check character

# is vowel or not

**def** isVowel(ch):

# check the conditions for vowels

**if**(ch=='A' **or** ch=='a' **or** ch=='E' **or** ch=='e'

**or** ch=='I' **or** ch=='i' **or** ch=='O' **or** ch=='o'

**or** ch=='U' **or** ch=='u'):

**return** True

**else**:

**return** False

# function to return total number of vowels

**def** countVowel(s) :

# declare count

count =0

# iterate and check characters

**for** i **in** str:

**if**(isVowel(i) == True):

count += 1

**return** count

# Main code

# declare, assign string

str = "Hello world"

# print count

**print** "Total vowels are: ", countVowel(str)

**Output**

Total vowels are: 3

Python Program to check if a Number is Positive, Negative or Zero

**We can use a Python program to distinguish that if a number is positive, negative or zero.**

**Positive Numbers:** A number is known as a positive number if it has a greater value than zero. **i.e.** 1, 2, 3, 4 etc.

**Negative Numbers:** A number is known as a negative number if it has a lesser value than zero. i.e. -1, -2, -3, -4 etc.

![Python Condition And Loops1](data:image/png;base64,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)

**See this example:**

1. num = float(input("Enter a number: "))
3. **if** num > 0:
4. **print**("{0} is a positive number".format(num))
5. **elif** num == 0:
6. **print**("{0} is zero".format(num))
7. **else**:
8. **print**("{0} is negative number".format(num))

# **Python Program to Check if a Number is Odd or Even**

**Odd and Even numbers:**

If you divide a number by 2 and it gives a remainder of 0 then it is known as even number, otherwise an odd number.

**Even number examples:** 2, 4, 6, 8, 10, etc.

**Odd number examples:**1, 3, 5, 7, 9 etc.

**See this example:**

1. num = int(input("Enter a number: "))
2. **if** (num % 2) == 0:
3. **print**("{0} is Even number".format(num))
4. **else**:
5. **print**("{0} is Odd number".format(num))

# **Python Program to Check Leap Year**

**Leap Year:**

A year is called a leap year if it contains an additional day which makes the number of the days in that year is 366. This additional day is added in February which makes it 29 days long.

A leap year occurred once every 4 years.

**How to determine if a year is a leap year?**

You should follow the following steps to determine whether a year is a leap year or not.

1. If a year is evenly divisible by 4 means having no remainder then go to next step. If it is not divisible by 4. It is not a leap year. For example: 1997 is not a leap year.
2. If a year is divisible by 4, but not by 100. For example: 2012, it is a leap year. If a year is divisible by both 4 and 100, go to next step.
3. If a year is divisible by 100, but not by 400. For example: 1900, then it is not a leap year. If a year is divisible by both, then it is a leap year. So 2000 is a leap year.

**See this example:**

1. year = int(input("Enter a year: "))
2. **if** (year % 4) == 0:
3. **if** (year % 100) == 0:
4. **if** (year % 400) == 0:
5. **print**("{0} is a leap year".format(year))
6. **else**:
7. **print**("{0} is not a leap year".format(year))
8. **else**:
9. **print**("{0} is a leap year".format(year))
10. **else**:
11. **print**("{0} is not a leap year".format(year))

# **Python Program to Check Prime Number**

**Prime numbers:**

A prime number is a natural number greater than 1 and having no positive divisor other than 1 and itself.

For example: 3, 7, 11 etc are prime numbers.

**Composite number:**

Other natural numbers that are not prime numbers are called composite numbers.

For example: 4, 6, 9 etc. are composite numbers.

**See this example:**

1. num = int(input("Enter a number: "))
3. **if** num > 1:
4. **for** i **in** range(2,num):
5. **if** (num % i) == 0:
6. **print**(num,"is not a prime number")
7. **print**(i,"times",num//i,"is",num)
8. **break**
9. **else**:
10. **print**(num,"is a prime number")
12. **else**:
13. **print**(num,"is not a prime number")

# **Python Program to Print all Prime Numbers between an Interval**

We have already read the concept of prime numbers in the previous program. Here, we are going to print the prime numbers between given interval.

**See this example:**

1. #Take the input from the user:
2. lower = int(input("Enter lower range: "))
3. upper = int(input("Enter upper range: "))
5. **for** num **in** range(lower,upper + 1):
6. **if** num > 1:
7. **for** i **in** range(2,num):
8. **if** (num % i) == 0:
9. **break**
10. **else**:
11. **print**(num)

# **Python Program to Find the Factorial of a Number**

**What is factorial?**

Factorial is a non-negative integer. It is the product of all positive integers less than or equal to that number for which you ask for factorial. It is denoted by exclamation sign (!).

For example:

1. 4! = 4x3x2x1 = 24

The factorial value of 4 is 24.

**Note:** The factorial value of 0 is 1 always. (Rule violation)

**See this example:**

1. num = int(input("Enter a number: "))
2. factorial = 1
3. **if** num < 0:
4. **print**("Sorry, factorial does not exist for negative numbers")
5. **elif** num == 0:
6. **print**("The factorial of 0 is 1")
7. **else**:
8. **for** i **in** range(1,num + 1):
9. factorial = factorial\*i
10. **print**("The factorial of",num,"is",factorial)

# **Python Program to Display the multiplication Table**

In Python, you can make a program to display the multiplication table of any number. The following program displays the multiplication table (from 1 to 10) according to the user input.

**See this example:**

1. num = int(input("Show the multiplication table of? "))
2. # using for loop to iterate multiplication 10 times
3. **for** i **in** range(1,11):
4. **print**(num,'x',i,'=',num\*i)

# **Python Program to Print the Fibonacci sequence**

**Fibonacci sequence:**

The Fibonacci sequence specifies a series of numbers where the next number is found by adding up the two numbers just before it.

**For example:**

2. 0, 1, 1, 2, 3, 5, 8, 13, 21, 34, **and** so on....

**See this example:**

1. nterms = int(input("How many terms you want? "))
2. # first two terms
3. n1 = 0
4. n2 = 1
5. count = 2
6. # check if the number of terms is valid
7. **if** nterms <= 0:
8. **print**("Plese enter a positive integer")
9. **elif** nterms == 1:
10. **print**("Fibonacci sequence:")
11. **print**(n1)
12. **else**:
13. **print**("Fibonacci sequence:")
14. **print**(n1,",",n2,end=', ')
15. **while** count < nterms:
16. nth = n1 + n2
17. **print**(nth,end=' , ')
18. # update values
19. n1 = n2
20. n2 = nth
21. count += 1

# **Python Program to Find the Sum of Natural Numbers**

**Natural numbers:**

As the name specifies, a natural number is the number that occurs commonly and obviously in the nature. It is a whole, non-negative number.

Some mathematicians think that a natural number must contain 0 and some don't believe this theory. So, a list of natural number can be defined as:

2. N= {0, 1, 2, 3, 4, .... **and** so on}
3. N= {1, 2, 3, 4, .... **and** so on}

**See this example:**

1. num = int(input("Enter a number: "))
3. **if** num < 0:
4. **print**("Enter a positive number")
5. **else**:
6. sum = 0
7. # use while loop to iterate un till zero
8. **while**(num > 0):
9. sum += num
10. num -= 1
11. **print**("The sum is",sum)

Python Program to Add Two Matrices

**What is Matrix?**

In mathematics, matrix is a rectangular array of numbers, symbols or expressions arranged in the form of rows and columns. For example: if you take a matrix A which is a 2x3 matrix then it can be shown like this:

1. 2       3          5
2. 8       12        7

**Image representation:**

![Python Nativ Data Programs1](data:image/png;base64,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)

In Python, matrices can be implemented as nested list. Each element of the matrix is treated as a row. For example X = [[1, 2], [3, 4], [5, 6]] would represent a 3x2 matrix. First row can be selected as X[0] and the element in first row, first column can be selected as X[0][0].

**Let's take two matrices X and Y, having the following value:**

1. X = [[1,2,3],
2. [4,5,6],
3. [7,8,9]]
5. Y = [[10,11,12],
6. [13,14,15],
7. [16,17,18]]

Create a new matrix result by adding them.

**See this example:**

1. X = [[1,2,3],
2. [4,5,6],
3. [7,8,9]]
5. Y = [[10,11,12],
6. [13,14,15],
7. [16,17,18]]
9. Result = [[0,0,0],
10. [0,0,0],
11. [0,0,0]]
12. # iterate through rows
13. **for** i **in** range(len(X)):
14. # iterate through columns
15. **for** j **in** range(len(X[0])):
16. result[i][j] = X[i][j] + Y[i][j]
17. **for** r **in** result:
18. **print**(r)

# **Python Program to Find Factorial of Number Using Recursion**

**Factorial:** Factorial of a number specifies a product of all integers from 1 to that number. It is defined by the symbol explanation mark (!).

For example: The factorial of 5 is denoted as 5! = 1\*2\*3\*4\*5 = 120.

**See this example:**

1. **def** recur\_factorial(n):
2. **if** n == 1:
3. **return** n
4. **else**:
5. **return** n\*recur\_factorial(n-1)
6. # take input from the user
7. num = int(input("Enter a number: "))
8. # check is the number is negative
9. **if** num < 0:
10. **print**("Sorry, factorial does not exist for negative numbers")
11. **elif** num == 0:
12. **print**("The factorial of 0 is 1")
13. **else**:
14. **print**("The factorial of",num,"is",recur\_factorial(num))

# **Python Program to Display Fibonacci Sequence Using Recursion**

**Fibonacci sequence:**

A Fibonacci sequence is a sequence of integers which first two terms are 0 and 1 and all other terms of the sequence are obtained by adding their preceding two numbers.

For example: 0, 1, 1, 2, 3, 5, 8, 13 and so on...

**See this example:**

1. **def** recur\_fibo(n):
2. **if** n <= 1:
3. **return** n
4. **else**:
5. **return**(recur\_fibo(n-1) + recur\_fibo(n-2))
6. # take input from the user
7. nterms = int(input("How many terms? "))
8. # check if the number of terms is valid
9. **if** nterms <= 0:
10. **print**("Plese enter a positive integer")
11. **else**:
12. **print**("Fibonacci sequence:")
13. **for** i **in** range(nterms):
14. **print**(recur\_fibo(i))